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Abstract
This paper proposes a framework to (i) analyse the contexts of socially embedded systems and (ii) support the understanding of change during their evolutions. Our finding is based on a co-operative project with a government agency developing a partially-automated variability configurator for an open source software product family. By employing our framework, we realised that the way variations and their management are implemented have to accommodate work practices from the use context as well as development practice, and here especially the cooperation within the development team and between users and developers. The empirical evidence has confirmed our understanding of what is relevant when estimating the evolvability of socially embedded systems. We propose to use our framework in architecture-level design and evaluation in order to take these cooperative relationships into account early in the evolution cycle.

1. Introduction
In this paper, we study the effects of change on the design of software from the socio-technical perspective. Our objectives are to (1) clarify the meaning of socially embedded systems, and (2) understand how to support their further development. More specifically, we are interested in understanding how developers can evaluate the impact of changes on the cooperation within the team and between developers and users. We report here on a study of an open source project developed by a Belgian government agency. The case study has confirmed our prior understanding of what dimensions of categories to investigate. A model of contextual categories relevant to assess design proposals developed in [21] is successfully applied to the case. The study confirms that the cooperation between developers and between developers and users have to be considered when evolving the architecture of a software product. The analysis using the framework provided us with a better understanding of the project and helped us to improve and complement the development process with state-of-the-art techniques. We therefore recommend using the model as a tool for structuring design discussions when drafting architecture and when evaluating evolutions for socially embedded systems.

This paper is outlined as follows. Section 2 introduces terms and definitions. Section 3 presents case description. Section 4 explains the research approach. Section 5 illustrates evolution of the PloneMeeting. Section 6 is discussion. Section 7 is conclusion and plan for future works.

2. Terms and definitions
This section defines two terms: (1) socially embedded systems, and (2) software evolvability, as shown in sections 2.1 and 2.2 respectively. To avoid terminological confusions between system and software, they are used interchangeably.

2.1. Socially embedded systems
An embedded system has ongoing interaction with a dynamic external world [15]. The concept of embedded systems is widely known in terms of a combination of computer hardware and software, and potentially additional mechanical or other parts, designed to perform a dedicated function. Wolf [22] defined the term embedded systems as ‘any computer that is a component in a larger system and that relies on its own microprocessor’. In this paper, we call such systems technically embedded systems. Typical examples are MP3 players, telephone switches, and hybrid cars. Usually, design decisions are mainly constrained by interfaces to hardware or mechanical specifications. We define the term socially embedded
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systems as any system that can be modelled intensively according to the environment and practices of its end-users. ERP systems, e-government applications, virtual office software, and decision support systems are examples of socially embedded systems. Design decisions of socially embedded systems underline the importance of the human interaction with and cooperation via the systems for the societal activities. Lehman [18] has defined a characteristic of Embedded programs (E-programs) that it has become a part of the world which it models. This implies a constant pressure for change. Since focused human or societal activities, the usability of the system is the main concern of E-programs. The close co-operation between end-users, people working with the systems on a daily basis, and developers throughout the entire development process is strongly recommended for capturing the contexts and qualities of use that cannot be fully anticipated at the initial phase.

Participatory Design (PD) is a research discourse investigating in how to support cooperation between users and developers when designing socially embedded systems [17]. The focus of PD is to let IT-designers work directly with their end-users in the end-user’s own environment and come up with design ideas in real-life work situations. Floyd et al. [12] have proposed STEPS, Software Technology for Evolutionary Participative System Development (STEPS) in order to promote user-developer cooperation as the use context is considered an inherent a part of the development. In this approach, software development does not start from pre-defined problems, but must be considered as a learning process involving the unfolding of the problems as well as the elaboration of a solution tackling the problems. Dittrich et al. [9] elaborated on how cooperation with the users can take place in an industrial project without jeopardising the planning and control of the development process. By employing mock-ups, prototypes, or scenarios of use, end-users can experience the new technology, and IT-designers can experience the new work practice.

Socially embedded systems often allow users to tailor the software to specific needs. Examples of end-user tailoring categories are customisation, composition, expansion, and extension [11]. Apart from tailoring, the socially embedded systems also have to evolve over time.

2.2. Software evolvability

Belady and Lehman [3] first introduced and used the term evolution as ‘a sequence of changes to the system over its lifetime which encompassed both development and maintenance’. Cook et al. [4] has developed the concept of software evolvability based on maintainability characteristics in ISO 9126, and proposed the evolvability measurement at different levels of abstraction, i.e., at pre-design, architectural, detailed design and source code levels. The concept of evolvability brings together factors from three main areas: (1) software product quality, (2) software evolution processes, and (3) the organizational environment in which the software is used. They have defined the concept of software evolvability as ‘the capability of software products to be evolved to continue to serve their customer in a cost-effective way’.

To survive in today’s competitive software market, it would be too restrictive to limit software evolvability to maintenance issues only. The growth dynamics of a system depends highly on the business context. To increase a market share, e.g., it may be vital to bring out new features. Yet, a system that is used will be changed [19]. We here define software evolvability as the adaptability of software in order to serve the needs of use and business contexts over time reflecting on its architecture. Software architecture represents a common abstraction of a system that many of the system’s stakeholders can use as a basis for mutual understanding, negotiation, consensus, and communication [2]. When the needs of use and business contexts trigger changes to the software, the stakeholders must handle the needs based on the architecture.

In this paper, we address how to relate cooperation among developers and between users and developers when evolving socially embedded systems. Based on previous research [21], we recommend framework that builds up on six contexts: business, use, software engineering organisation, software engineering practice, technical infrastructure, and technical selection. The business context is the context or environment to which the system belongs. The use context relates the system to the work practices of the intended users. The software engineering organisation is the organisational context in which the software development is carried out. The software engineering practice refers to the analysis of the work practices of the system developers. The technical infrastructure lists the hardware and basic software assets backing the system. The technical selection is part of a suggested design and needs to be seen in the context of existing and planned systems, as well as in the context of other systems that are part of the same design.

Others have used the notion of context or contextual factors before. Kensing [16] has proposed a conceptual framework that IT-designers should be aware of when they design IT-applications to meet the needs of a specific organisation. The framework addresses: (1) project context, separating into design context and implementation context; (2) use context, dealing with
work practice context and strategic context; and (3) technical context, interacting with system context and platform context. Kensing does not apply the framework to reflect on concrete design proposals. Dittrich and Lindeberg [8] developed Kensing’s framework further by mapping out contextual factors in order to understand the suitability of a – from a technical viewpoint – less advanced design for a specific industrial setting. Here, three contextual dimensions are used: development, use, and technical. We developed this framework to support architecture-based analysis when planning to evolve software products.

3. Case description

EASI-WAL\(^1\) is the Belgian government agency in charge of (1) the simplification of administrative tasks and (2) the global computerisation of the administrative processes of the Walloon region\(^2\). To this end, EASI-WAL develops open source web-based applications assisting the Walloon public institutions. In order to stay independent of external contractors and to pool the efforts, the developers set out to develop applications generic enough to deal with the difference in scales and behavioural disparities of the various institutions.

For each of their products, the developers struggled to properly elicit and express the requirements. Although, the elicitation of the requirements followed an iterative process of prototype demonstration and validation with users together with impromptu interviews with the users and results of developers’ experience in the field, it did not follow a specific elicitation protocol. As we examined their case, it turned out that most of the challenges came from the identification of the common parts, shared by all the institutions, and the specific parts, peculiar to a single or a set of them. We thus advocated software product line engineering [20] as solution to their problem of systematising the engineering of product families. In order to assess the potential of software product line engineering, the developers agreed to apply it to an existing application, viz. PloneMeeting [7, 14].

PloneMeeting provides advanced meeting management functionalities like meeting workflow specifications and document generation. Figure 1 shows a screenshot of the graphical user interface of PloneMeeting. To further illustrate the functionalities proposed by PloneMeeting, we trace three representative use cases: meeting management, meeting workflow management, and document generation.

**Meeting management** usually follows a three-step process. First, the meeting items are created and validated. Secondly, a meeting is created and existing meeting items are added to the meeting agenda. Third, after publication, the meeting takes place and the decisions related to the meeting items are recorded (label 1 in Figure 1, a.k.a. Figure1.1).

**Meeting workflow management.** Central to PloneMeeting is the concept of meeting itself. Each meeting is associated to a state of a workflow. The meeting states evolve according to a pre-defined workflow designed and selected at the installation of PloneMeeting. A typical workflow contains states like Created, Published, Frozen, Decided, Closed and Archived (Figure 1.2). The respective next states can be seen in the actions column (Figure 1.3). On top of specifying valid states, a workflow contains guards and potential actions on the transitions. Guards basically check the permissions of the user willing to trigger the transition (Figure 1.4). The available workflows are...
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1 The EASI-WAL website, http://easi.wallonie.be/.
2 The Walloon region gathers a third of the Belgian population and covers about a half of the territory. The region includes a French-speaking and a minor German-speaking community.
selected during the PloneMeeting base configuration. The user selects one of these workflows for each meeting created. The portal tabs show two meeting configurations, i.e. `plonegov assembly` and `plonemeeting assembly` (Figure 1.5).

**Document generation.** Document generation is an essential functionality that must be provided by a meeting management system dedicated to governmental administration. For that reason, every meeting item, meeting and decision can be exported into various formats like PDF, ODT and DOC in a single click. Different document templates can be specified and selected in the PloneMeeting configuration menu.

**4. Research approach**

Our research approach is a combination of co-operative method development (CMD) [10] and grounded theory approach [13]. The CMD is a domain-specific adaptation of action research consisting of three evolutionary phases: (1) understanding practice, (2) deliberate improvements, and (3) implement and observe improvements. The grounded theory approach is an explicit and systematic technique for developing theory iteratively from qualitative data. The initial analysis of data begins without any preconceived categories. When an interesting pattern emerges, it is repeatedly compared with existing data, and additional data is collected to support or refute the emerging theory. We have applied the grounded theory approach to our observation and field notes, transcripts of interviews and workshops, and other material collected through these activities including relevant literatures.

We have applied the CMD to the basis of our fieldwork research aiming at institutionalising variability management for the PloneMeeting product family. Initially, we conducted interviews with three PloneMeeting developers, one working for EASI-WAL and the two others working for two different city councils. We studied functionality of the existing application, structure of the source code, and checked out the major related product, i.e. PloneTask. Besides these contact meetings, we held two workshops in which we successively studied: (1) the product line architecture of PloneMeeting, and (2) the feature modelling and configuration tools. In the first workshop, the main responsible developer of PloneMeeting reflected and explained the current architecture in terms of implementation techniques and rationales behind it. In the second workshop, we presented a number of mainstream variability management tools on the market and suggested a work plan for integrating an automated configuration tool into the existing PloneMeeting architecture. The development of the configurator is currently supervised by a group of researchers from the PReCISE research centre, University of Namur, Belgium.

**5. Evolution of PloneMeeting**

This section reveals the evolutionary story of PloneMeeting into three episodes: (1) Collège: the origin of PloneMeeting, (2) the PloneMeeting product family today, and (3) towards the PloneMeeting configuration wizards, as shown in sections 5.1, 5.2, and 5.3 respectively. For each of these episodes, we will look into the contexts presented in section 2.2.

**5.1. Collège: the origin of PloneMeeting**

**Business context.** Collège was a web-based application dedicated to the management of the official meeting of municipal authorities in Belgium. Developed in 2004, Collège has been in production three years. Part of the Belgium policy for e-government is to use open source software as much as possible.

**Technical infrastructure.** Collège is a monolithic program or a self-contained program.

**The technical selection** is not available.

**Software engineering practice.** The developers report that the evolution of Collège was a challenge. Due to a lack of explicit architecture, most modifications were done at the source code level. Implementing a simple meeting template took a day. Templates could not be shared easily.

**Software engineering organisation.** The Collège developer team was located in the same region. When a city requested a Collège product, the team copied the existing Collège source code and modified it according to the city’s specific needs. In case of updates, a power-user, who acted as administrator, had to go through the whole code base and manually update the code and resolve the conflicts.

**Use context.** Laws and legal regulations constrained use cases. For example, Collège can generate a document only in PDF format because an official document should not be modified.

It seemed impossible for users to change anything apart from three or four configurable elements. Most of the changes involved programming. During the first workshop on the PloneMeeting architecture, a developer mentioned that “Collège was used in three cities. ...Three cities are OK, but what if you have 45 cities? This way of doing things is not manageable. This product was not designed correctly for a lot of
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2 Monolithic program or self-contained program indicates a program which is contained in a single function of the large program.
organisations. That is the first limitation of the old architecture.”.

5.2. The PloneMeeting product family today

Business context. Since June 2007, PloneMeeting has been totally refactored from Collège and has gathered interest from other government agencies. PloneMeeting has been tailored for four main organisation types, i.e. general purpose, city, government, and parliament. A version for the parliament has been planned.

Use context. PloneMeeting is used by civil servants. The amount of users per product is approximately 100 with up to 10 different roles like meeting manager or reviewer. The products are customised. Changing the display language and document layout are examples for simple customisations.

When installing PloneMeeting power-users also can select their own workflows based on pre-defined UML state charts available in the PloneMeeting set of core assets. A power-user is free to implement its own workflow but it requires advanced programming skills.

Technical infrastructure. PloneMeeting is developed on the top of an open source technology stack: Plone5, Zope6, and Python7.

Technical selection. Since PloneMeeting is built on top of Plone, some architectural dependencies are directly managed by Plone. Using a plug-in architecture, the core of PloneMeeting is relatively simple and flexible enough so that nearly every aspect of its input and output can be modified by the plug-in. This mechanism is used for customising the behaviours of PloneMeeting.

The most sensible part of the PloneMeeting architecture is the workflow. A workflow is composed of several states, actions, and guards and involves several categories of users. PloneMeeting comes with several workflows so as to meet the work practices of most organisations. PloneMeeting employs ArchGenXML to generate Python code from the workflows designed in UML before the product configuration. Although ArchGenXML builds on architecture-centric, model-based and test-driven development, PloneMeeting developers still have to write the code e.g. the body of a method or the trigger of a workflow transition manually.

The current configuration tools do not enforce any constraints, e.g. a power-user can choose more than one option for a feature even if they exclude each other.

Software engineering organisation. PloneMeeting belongs to larger open source project, namely PloneGov8. Five developers belonging to different municipalities or organisations are working part time on PloneMeeting. The developers gather requirements from their own organisations/entities. The architectural change occurs after developers get feedback from end-users.

One of the developers has the main and coordinating responsibility. He reviews the modifications, checks in the updated source code, and tests it. To develop a subsequent product, every change is done after a careful discussion with all the developers.

PloneMeeting developers do not only provide the software products to open source communities, but also are power-users and administrators for their own organisations. To reduce development time, the vision is to simplify configuration and leave it to power-users who have no development charges. When we discussed the configuration of the product, we were puzzled by the fact that configuration choices can be performed at different times in the lifecycle. This absence of control would notably allow configurations incompatible with the current state of the system (e.g. unknown workflow states for running meeting objects). We thus started to differentiate configuration according to the binding time and evolvability of the choices – some can only be done once when installing the software, others can be changed repeatedly as part of the usage. Still, categorisation needs to be clarified in a systematic way. One approach would be to employ the categories used in end-user tailoring: customisation, composition, expansion, and extension, instead of the term configuration.

The software engineering practice looks different depending on the role in the development process. We interviewed a developer working for an organisation that wants to replace their old systems with PloneMeeting. In the beginning, the developer met end-users of the old systems every second week. The developer presented a prototype of PloneMeeting and the end-users commented on it. He recorded the requirements and change requests to the Trac System, an enhanced Wiki and issue tracking system. Then he changed the configurations, implemented and released the necessary code changes, which took about 2 weeks.

PloneMeeting developers join in weekly sprints. A sprint is a focused development session lasting anywhere from a day to a week. During sprints, the developers prioritise the requirements, design, code, test and at the end of a day release a new version of PloneMeeting. Criteria for giving high priority
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requirements are (1) a requirement is highly required from several organisations, and (2) a requirement comes from the organisation that allocates the most resources, e.g. time, to the project. Most of the requirements are shared among organisations.

Developers are located very close to the user organisations for which they create the local installation. For this, they have to configure and adapt a PloneMeeting profile manually, which is a time consuming task considering the great deal of technologies involved. To generate a skeleton of a product, they reuse and adapt, if needs be, the existing UML models.

As much of the development is model driven, most of the code is generated. The architecture is not explicitly documented. The parallel development provides a challenge for the model driven approach as changes have to be coordinated at the model level as well as at the source code level. Since the deployment is dynamic, modification of the core product are automatically deployed on every new installation of PloneMeeting. In case of major changes that affect the data structures, the developers provide a script for data migration so that local versions can be upgraded.

Another time-consuming task for developers is to handle change requests after base installation. An example is the archive meeting case. A stakeholder requested to archive documentation of meetings. In order to add this unanticipated change request, the developer needed to change a number of parameters, customise and add some status to the workflow, write some Python method, etc. From the developers’ point of view, a critical issue in the shared development environment is an architecture that allows developers to capture commonality of the organisations into common parts as well as to easily integrate specificity among organisations that share and use PloneMeeting.

5.3. Towards the PloneMeeting wizards

A practical outcome of our research co-operation and the facts revealed with our framework is the development of an automated configurator for PloneMeeting. During the second workshop on feature modelling and configuration tools, we came up with a plan for the PloneMeeting wizard and configuration tool. Table 1 summarised the ideas and will be detailed later in this section. The difficulties described above indicate the need to better structure the configuration tasks. Different actors who configure and customise different aspects of the software at different points in time need different kinds of support. From the introduction of the development, business context and software engineering organisation, and technical infrastructure remain the same, but the use context, software engineering practice, and technology selection are impacted.

<p>| Table 1. Plan for PloneMeeting wizards and configuration tools |
|-------------------------------|-----------------|-----------------|-----------------|</p>
<table>
<thead>
<tr>
<th><strong>KIND OF CONFIG.</strong></th>
<th><strong>Initial install</strong></th>
<th><strong>Product line related change</strong></th>
<th><strong>Simple parameter change</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>REG. OF USE</td>
<td>Once</td>
<td>Once a year</td>
<td>Once a week</td>
</tr>
<tr>
<td>ACTOR</td>
<td>Power-user with business knowledge</td>
<td>Power-user with business knowledge</td>
<td>Power-user with technical knowledge</td>
</tr>
<tr>
<td>INPUT/ PRE-COND.</td>
<td>Business analysis</td>
<td>Business analysis</td>
<td>PloneMeeting plug-in to Plone</td>
</tr>
<tr>
<td></td>
<td>PloneMeeting plug-in to Plone</td>
<td>Adapted PloneMeeting plug-in</td>
<td>Configuration data change</td>
</tr>
<tr>
<td>OUTPUT / POST-COND.</td>
<td>PloneMeeting plug-in to Plone</td>
<td>BuildOut</td>
<td>Adapted BuildOut</td>
</tr>
<tr>
<td></td>
<td>BuildOut</td>
<td>Migration script (if big change)</td>
<td></td>
</tr>
<tr>
<td>COMPLEMENT TO USE</td>
<td>Wizard</td>
<td>Wizard</td>
<td>Configuration tool</td>
</tr>
</tbody>
</table>

**Use context.** PloneMeeting has at least 15 power-users from different government agencies in Belgium. PloneMeeting developers have an ambition to support their power-users to configure bigger parts of the software and be as independent from developers as possible. Although the power-users have little knowledge of software engineering, the wizards and the configuration tools can enable them to express their requirements by choosing from a list of existing features. For instance, to implement a meeting archive feature, they would use a wizard. The wizard would generate an instance of PloneMeeting product family using a given workflow including the meeting archive.

However, different levels and frequencies of configuration have to be distinguished. When first installing the software, a power-user with business knowledge will configure the basic family member using one wizard. The wizard will generate some components. The subsequent stages represent modification of the base configuration. The tools supporting the latter stages constrain configurations to what is allowed with respect to the running configuration.

**Software engineering practice.** In order to create a wizard, developers are eliciting the user-level variability that will be used for developing the PloneMeeting wizard and configuration tool. This elicitation will be done at the requirements level. However, the requirements are not completely documented. Often, requirements gathering have been informal and chaotic. PloneMeeting has been refactored from Collège whose developer did neither use the Trac sys-
system nor any other tool for documentation. Furthermore, the documentation of requirements and product analysis are not standardised. PloneMeeting developers now have an ambition to have robust processes for requirement elicitation and traceability. As a starting point for the development of the PloneMeeting wizard and the configuration tool, we suggested to list all the questions that end-users, power-users and developers should be asked in parallel with likely answers, in order to systemise their elicitation process.

**Technical selection.** Developers have distinguished configuration elements into features and simpler parameters. Email of power-user and meeting type are examples of a simple parameter. Document generation, document template, meeting archive and meeting workflow are examples of features. The simple parameter is used in settings that neither influence any feature nor effect on the rest of the configuration. The features are categorised into features that can be changed during runtime, e.g. the interface language, and features that are decided when first installing the product, e.g. the meeting workflow. If features need to be changed, the configured PloneMeeting instance must be removed and replaced by an updated version. There are thus three levels of configuration, which can change at different frequencies and require different expertise.

The currently used feature modelling language is the cardinality-based feature diagram of Czamecki et al. [6]. The configuration process under evaluation is the multi-level staged configuration process, which offers a fine-grained and well-defined decomposition of the modelling perspectives into linked feature diagrams organised in sequential levels. The sustainability and gain of this approach are still to be diligently demonstrated.

In order to automate the build process, developers choose BuildOut, a tool for developing, packaging, and deploying Plone applications. Another design option that will facilitate maintenance would be to enhance the existing PloneMeeting configurator with automation and export/import facilities. At the time of writing, the PloneMeeting developers have decided to represent the feature diagram directly in Python in order to avoid any dependency to existing tools and ease the binding with the code.

**6. Discussion**

In the discussion we take up three points: (1) the use of the six contextual dimensions as a framework to prepare and evaluate changes to software products, (2) how to introduce the framework into the architecture evaluation practice in a company, and (3) how product line and product line configuration approaches that are developed for technically embedded systems can be applied to socially embedded systems.

**Using the framework to design and evaluation of changes.** The PloneMeeting case suggests that the six contextual dimensions – business, use, software engineering organisation, software engineering practice, technical infrastructure, and technical selection – can be applied in order to understand the effects of change for the socio-technical context of socially embedded systems. The six contexts helped us to map out aspects affected by changes which have to be considered and resolved when analysing specific requirements.

The analysis provided in this article helped to clarify the complexity of the configuration task for the PloneMeeting product family. When evaluating the concrete design for the configuration mechanism, the framework can be used to analyse and evaluate the impact of the chosen solution on the cooperation, respectively, the distribution of tasks between the local developers, the power-users, and end-users.

**Introducing the framework into architecture evaluation practices.** The introduction of a method into an existing software development organisation is not always a straightforward task. Ali Babar et al. [1] have presented an empirical investigation of factors influencing industrial architecture evaluation practices. They have categorised the findings into: (1) organisational factors, involving: engagement models, governance frameworks, supporting software engineering organisational structures, design decision documents, funding models, and training; (2) technical factors, including: quality attributes being evaluated, challenges caused by integration issues, techniques and tools for representing and visualising architectures, types of evaluation required, and methods and guidelines used; (3) socio-political factors, relating to: soft skills, organisational politics, and vendor involvement; (4) managerial factors: pulling by management, support and commitment, objectives of evaluating architectures, and stakeholder-centric issues; and (5) business factors: resulting from business needs and industry standards, and requirements of business case. The CMD approach is based on cooperation between researchers and practitioners when deliberating, introducing and evaluating improvements and will thus provide a good base to explore the specific benefits and hinder when introducing our framework. So far, we did not explicitly introduce the framework into the development lifecycle. The analysis of its result helped us to better understand the context of PloneMeeting and worked as a catalyst to improve the development practices. This paper is only the first stage towards its understanding and uptake by practitioners. Additional
work is still needed to assess the actual impact it will have once used by the different stakeholders.

**How to apply product-line architecture approaches to socially embedded systems?** In the existing work, feature modelling has been applied to technically embedded systems [5]. But PloneMeeting is considered as a socially embedded system because of the extensive interactions with the environment and practices with users. The design decisions are loosely constrained by static conditions, and the contexts and qualities of use cannot be fully anticipated in the starting phase. The next step is to explore how feature modelling can be applied, in general, to socially embedded systems and evaluate to what extent it enhances their usability.

**7. Conclusion and future works**

The PloneMeeting case demonstrates how our framework can be used to understand the impact of changes in socially embedded systems on the cooperation among developers and between users and developers. In the PloneMeeting case, introducing a wizard and a configuration tool turned to solve some problems in the local development by controlling the instantiation of PloneMeeting and its features. From the early phase of the development of the wizard and the configuration tool, the changes are designed to support the work and development practices of the power-users.

At the time of writing, we are assessing the impact of the wizard and configuration tool on the development and deployment of the application in production sites. We are polishing up the terms and definitions as well as the analytical tool proposed in Section 2 with different cases. Apart from that, we keep up with the questions and challenges posed in the discussion section.
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